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# Introduction

The purpose of lab 7 is to modify out codes from lab 6 to be able to delete a desired number of walls in the maze. Next, I will need to crate an adjacency list representation of the maze where each cell of the maze is represented by a vertex in the graph. This adjacency list will later be used to solve the maze using either breadth first search, depth first search or depth first search with recursion.

# proposed solution

To remove only a given number of walls I implemented a new function named remove x walls that takes a maze size, walls list, number of walls to removed and as before a Boolean variable stating if the maze should be displayed on the conceal or not. If the size of the maze is to large to make visible comparison, then the wall is not drawn. A disjoint set forest is created equal to the size of the maze. For lab 6 a while loop was set to iterate while there was more than one set in the disjoint set forest to ensure there is path from every cell to every other cell. For this lab that while loop was disregarded and replace with a for loop to iterate the number of times equal to the number of walls to be removed. As in lab 6 through every iteration a random wall is chosen to be removed. The cells adjacent to the wall being removed are then added to the same set in the disjoint set forest and finally the wall is removed. The result is a maze that falls under one of three options. Either there is a guaranteed unique path one cell to every other cell. Option two there is no guaranteed unique path form one cell to any other or finally where there any be more than one path form any cell to any other. Once all desired wall is removed the list of remain walls is returned. This function has a time complexity of O(N^2).

For the second part of the lab I settled with an algorithm that would first create an adjacency matrix based off the remaining walls. I would then create an adjacency list from this adjacency matrix. The creation of the adjacency matrix takes O(|E|) time and the transition form adjacency matrix to adjacency list takes O(|V^2|). To implement I first create an adjacency matrix of size number of cells by number of cells and initialize every index to true meaning there is a path form every cell to every other cell. Since the walls list represents only wall that remain I concluded that no matter which of the three outcomes results, it would be faster to iterate through only the remain walls vs setting the initial adjacency matrix to false, checking for a path and the switching a to true if a path exists. I crate a loop to iterate the walls list for every wall I set the adjacent cells to false for two indexes in the adjacency matrix. That is the both in ward and out ward are false since the wall remain.

With the newly created matrix I call AM to AL function that creates an adjacency list from this matrix. To do so I crate an empty adjacency list of size equal to the number of vertices in the previous adjacency matrix which we have established is equal to the number of cells in the maze. I then iterate through the entirety of the adjacency matrix, if the current index is true then to the current index of the adjacency list I append the out bound edge. My algorithm can defiantly can be made faster for instance creating only one undirected edge from cell to cell instead of two directed, accessing edges would take half the time. With the time constraint however, my algorithm will suffice for lab 7. Also, I know there are different algorithms that will return a adjacency list from the maze that will be faster than mine. I could not think of one myself, but I do really wish to see that algorithm.

Now that I have the adjacency list I am ready to implement the graph search algorithms. For bread first search I first implement an array of type Boolean if size equal to the size of the graph. Next, I crate an array of the same size of type int that will store the previous vertices in the search. I crate a queue and add the starting vertices to that queue. I set the visited index of that vertices true. I create loop that will run all long as the queue is not empty. In the loop I next get the next item in the queue and add every out bound edge vertices of this vertex to the queue. I set the visited index of those vertices to true and I make the previous index of those vertices equal to the current vertex.

To implement depth first search I use the same algorithm however in stead of using a queue I replace with a stack. To implement a stack, I simple use a list and when popping from the list I always pop at the last index of the list to achieve the last in first out as a stack.

# experimental results
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Maze when deleting n-1 walls
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Maze when deleting less than n-1 walls
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Maze when deleting more than n-1 walls
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Results when testing graph search class. Top line is bread first search second is depth first search.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjMAAADZCAYAAADVErEPAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAACpsSURBVHhe7Z07jjO7sYBnPV6C1uE1aA/O7hKUOTqhkwunHsCRAcOAF2DgJBMYsEMnvivQZZHNbr6qyH5Io9Z8H9DnTDebxapisVhqPf6POwAAAMCJoZgBAACAU/OkYuY/99vlf+4fH+G4fk6X9/D5x1nex+Wv96/p8mvy5ez/cLqG43JLtP263S/uWumTz+ty/1Z/iYyq7/+58f7XXf/3dH4kXvb1fsT0mjzShkfwLL88kkNs+Lxfj/DDK+lyJN8V1z4HFb5Q8tIuHmnfs9bYd83RVp7ll0cyaENRzPx6v8YCYT7+eIAjpJj5/T3dwzNiYXL9dboQ+Lr9PtFD6f/11/vl1YuZz6sruG5tHc2kEYqgLQnl63Zx/mx1lCReLMZ/O/3+nOrnxv3z+gX79evlfvl1kfL5d1eMubHikbbt4siE0rN9Gmu24+/Rp8GPqX2aPqVfhNw3l/vt/6YGdTxH1pb0cajyBKOf2ZZQ2tCyqY9RQMg8zHosR8unr6TLsTTW5jN4VjHTso/cQ+5ptSWMrm/lyYwUNUcUMRG9mPm8xmKlKGakSJl1iE92GjqdoJjRC4seG4uZVnKakYVQBM4hCaUhN0EC/rCEciSW7X6xaTaJvYmP/QbY8nnplyA/SxQRczzpt8iXBZ7rvZC3hcSXJ8goZ1RmPbejCSan8JlJPWbglXQ5mmeNU2DmiyNp2EfuadtO7pmw5zZlRTETrt2SpyWX23+mth5KMTMXLNMToeLJTEp4SqPIaBUz09OeNYWAf1vmJgvbTbg/orOdQ9PFni3+0HaTgmXqF99G8kXMLKuUGcaL19t6uglvFTPTqyatr8jN3srqMZJQ/IIprqVIe2uRTJQJJa/mF7mtoE77pv0qXfxiWdqHEtiRCaW1GEu/ZAu6wByvwM9HW473YRyz0Mu3tXwnaDJLGxwiR/OvNrezz/w49hxlNqS8ki4VQeZt8nEq08toxJk25j6UvJE+IS5yyGhe0nPkRsT/2vqLTHPUjFmhERMpaf4QtJio5yjvm/ardCH3eLK1Uujl21q+EzSZpQ0GK4uZpODwxULjSUmTzttM3WJmejLTKloOLmbSt4P8wvX9XfCki7YqZly/OJAkjGKB209mlMTjabUVuvhzF4SzA8rzAXwgLQsxHlnQTfc0A1H0/LO9EMqEkpEtMqd/tqjkPPdnGK/WRcZo62dQLLhSdlyAdbIQvVJ/teyv/dJKmCn6eDlZ0vAk+pQJZLrPJ2PXdlPmopYptOdW7h1K2NXcOh3iGGoCLWMg8kq6tLBkFnIyXY5neUHjxp3yxZKH5JqL8Th488mM83UjL6k5siqOwlH2ryD3zL4sZfv1KP6ocoHolfqrZX/tFy/PyCv6eDn+vixPJPokfdP7jsw9GqufzMzXsreBeuwrZsJbUUr/A99mWoqXEln8SVBXxYzWFji0mGkmDTfhswMKfUboLKouVf+aKqFUSWzROb1XD/Jav3kxVvcbDNo+y57vlQWc+Lm1GTb84uV0fCXU4yV43xlznLRH//lkkiSWKqFoMhs2CCJX3SC8LJnTeES5hc+cVNXXrTl8JV2a2DLLuFZ1PgDJOb6YcS+uLpeLzyHptewzfCuLGTWVbaGa0/Y8qCgxkULuCXg5HV8J9XgJ3ndlrCQk7dF/R+cejZcvZsxCRvhpxYz1YWJPoc8IVdCsSygSoL178yCWxZgsvvJVqpx7fUSPVmXe0c8vjsHEssp20Tu2yd+pn2tdm37RFm6TdLxASDS9/ol/J18svq/ts2Rqcyt9qqTksea25bNCfisxT7ySLm06Mue4Lu97AJInXOL4ul3vt083rvt7zm+PKGaaL7KUe1PIPYO2i96xrRVnua7vnHs0XrqYid9mMheEVsxs/cxM8343QfPTDzchbpGPfZ4mcGgx48fT7hdSXQcZWVRTYFbBNS/+Eifj16ikBHjSt9gkJGjzgJbxXfu/Ddm9hFcmKY1CF7Nfdq/YlNxX9pNzQ/ehZFfoNpZMHNl8ip6JfUVCM2WqNoR+zQKi0Dmf28JnhS6Cv7/lm1fSRWiuhxGZTp9f3fWR+U+RAmSkOIhIHrpc79er+MzF3NX9fXFji5t8jpr+lrYsn0XC9XK8b3ky0/S1Q40JJ4Pco+p+9tyjURQzU1GRHbFgeUAx42WU400fLFbaqoX0lGLGDSMFyfRq43K7JQWMm7BNxYwLLJ9E8iPcZrVJs4yRtBVPasSOZ30AWJJB+1WxY+ojR3lPSCKxzfmzDOrmeNNinPrFI9xTt5kJJyEsqtivXHyazJAkl7akn8P0i9bXGs8nl7xtaS/klUkg65voacq0bch9VveL1/K5tX1WJtCUV9JFiGPO8+PpyBSUddQlrvnhhOZ0cffHPBDy17LG0nx2/ZR7Y5ude16pmDHXWLKWyD0pSl9rvBfLPRrKk5mj6T2Z2YFWzPxkGgXVQ/AB+YRxzsY7+OWVbDiNPyWxd/SUTWPlK86AFBwu2bPYAuSeNj8491DMvCn2W1sAcDy9Yia8ih191R6JT1FWPW0F+GE8sZgx3irawvQ2kj8oZpoc/kgYAAz0Yia+tbH20TkAjPGkYgYAAADgMVDMAAAAwKmhmAEAAIBTc1AxM/Apfgv/6eXGB+PkWznmD8QBAADAT6cqZuR77+s/pGYUM43vr8uRFy76p/zlQ6x8KwcAAAA0Hl/MVMi95Y9Jta5FXNvaX7QFAACAH8OqYib95cT86cpUzCRPYTQZ/hcPV/6UN7+ZAgAAABrbn8xkv9InxYwrYmKR4ttaT1qsJzAGz/pFWwAAADgd64qZ6vMvaTGTFhuNf1/DseWpTIC3mgAAAKDNimKmeKpSPZnpFDPq05oRKGYAAACgzXgxUxQj4fMzSjHjn+Ckxc10/6anMg7eZgIAAACFZjGTv5W0PGFJPwB85D+n34MPAAMAAIBGVcy8HrzFBAAAADovX8zwo3kAAABg8drFzOeVQgYAAABMTvA2EwAAAIAOxQwAAACcGooZAAAAODWHFTP/+t1v7n/4TTj+9pfp4pH885f7n37zu/u/ptNhtvbbyorxHu6zraz22T/v//jtYsuffvnndP0M/OX+t2fGx0N4BxsAALZTFDOSFJdN6Q+/+e39H6v2pbCpUcysLwROXcz85Xf3P/z2l/t/p9P95MWRHI/zz45CwPsp0fN33zWJFDMA8LNpFDNLAfPfX367cpOimPmJxYyPk8M28qmQeVphsLEQ8D5aW+w/CooZAPjZmMVMtan58+WVaL0BKxuz0S99q6WSWfT7w6guVj8F2ZD/9Msvzn53vyvg/jHpNcvdNF6xyfj7Sl3W+6xsq97WkSclZZ8eqg0OZTxfxCTXw9H3tYnXXZch8fI3N0+LPsu9eiyFefhHou/is2mOJp/lbQbeJ0YxY8yfFfOWfULeN7ZttAEA4E0wixmfOOdXyMXGXNwbaGzMZdK3NgHfliboRFbVpuli9dMJG7PcF/rLZhAKHCfUtGGFnk1dWsVM0c+fL+P7DS+7v2B1MWPZ0B/vyCczqay0WIrj+5hMnhaqulXzkMRyY/7mtk4xlTLrVz29tOcvo+FrzT7f1vTzdhsAAN4B+zMzaZL2STdp80eZoOuNubXRZRtQ8moyHFMSluvV+FObpYvVz2DRc9l45FosalQbzPGKTa2pi1YAKvY55k20ubFtoOOz3ngt/2yllpX7J4udEi2WynnIZI7Mkc3sn+jDzvzpelr2LXFZs98GAIAzoz+ZmRLy/Li63PCarC1migSdJmFrg7V0sfoZLHouOsm1bylmhnztkPtkM9xbSIz6TBmv5Z/NVLaPFjNGLJXzcHAxExA5SkxkWHpSzAAAbKH/AeA5KSbJWqWxMfvEWibv6bxok0Q+j5e1BblDupj9dKxiZtyGlp49XRo+G/L1hB+/kDkVHUP9hTU+a4xnFjNrdZlsn4vowj/qZp/ZUMSSl5no7HVS2lr+HCEb35g/U0+rmJnmpenng2wAADgp9geAp6Q8byw+SUrynY751WfcAPNjTsrThhaOVH5M5uEIH8BdknAopqKsVsJe+qavhM1+CmYxIxg2WOOlbbl9HZ+t8HW1+a0uICwb+uMtvmsQ7dDam8j46Zj55q/ZpceSLi+0JfExWghk8RCOTC8jPq2Yt+yr5yK1b4MNAABvQlHMABxNKCTWFFbHU2z2AADwVmTFzPKKj+OMx6sRn/Ysbxl9FxQzAADvDE9m4AewpZgJT5TKgjEc+duMAADwvVDMAAAAwKmhmAEAAIBTQzEDAAAAp2ZFMfN5v35c3X/hrHxeP+4fH+G4FhNpte3i63a/HC2zyUB8Pk0XAAB4Jlkx83W7zBtaelxuX66VYkZl2iSDvy537y7P1/12yX358e07adCprYbVtpHDCwhNR4oZAICfivJkprUxUMy0kc118YsvCC83d9WfHV8c7ObJxczh7ChmAADgLVlfzHxe56cM4YnNRPZ0It9s5C2M6y1tT2Qb/SzSt0XKfo8Ybxjvnzje44qD3P419m0oZgqZ2bwb6G9dhVi6JU8CR2S2nxzGJ2F2fOq6ODbYJ7pcXIxdpY8rXm+T/Chbj8/g47TtqfEJAPCGrCxmXIJdsnWShMv75Xx5u8Un9vlpRTgPYux+w/gNYJHz8PEM/IY770DlxnXMWN6+5i43Yt/6Ymbx3xZaMkWvxIYslnpo+o/IPM6+UFiJ/DCuFEChwGlMcBGfKZ/XdH5G5g8AAEq2v82UJuji1WS5caubRaefSfIKPByLbg8Zb4TOprxsgHswNrgh+9YXM0FvJ2vtju/RihkllrpYxUxP5nH2+T7+/mU+smLGiM+I3J8N+ej4BAB4U44pZiRxJ09CStTiotNPZ9lAPMXGdfx4fcKGWG9YGV7PvZtTYXvKkH3ri5mZuEGrN7R4/WJmZoV9djFjx6dHxirHeWB8AgC8M8cUM75N3yT0x/h2P5WiKBD5Q09mto7XYaiQcXg9d29WYUNub7gj9lkbemezF1YVHkJLphVLfcSP9ds5IzKPs88sZjrx6fs042Bg/qaCy7wHAOCHcVAx4/DnkrSnI0nWenHhMPpZhA0iHOGDmIsujxhPpZQ3HWH8qfCI13cXMpFC7tA8lH3C0dSz06b6NsOS2YmlHpmNsWiwZB5vn/1kxorPli5L4ZPb5o4iZkLhPDoHAAA/A6WYAQAAADgHFDMAAABwaihmAAAA4NRQzAAAAMCpoZgBAACAU0MxAwAAAKeGYuYA0q/hll+ZtdpeiWE9136N+ol0bZi+9py3ha9Kv/LcnA/5uvrrxzwAvA95MVP9AimJfhzLV2fx44CeL1zMBAwbnlrMnGXOH0jL39O1UHQmv6+TwG/pAMBaKGYOw/LVWfw4oOeZi5kmj5qbs8z5Y/GFSfbDjUvs5G0TPgdd71d8BwArWFfMZK+q4nUlaVeyasIvpsqvozp57t7b9DZBlJW+bZBedy3+F1Vv0ys4OeIvr9YJMuhX//x9St8GXZeIIsOjtBX+tHUUBnzdnCNh5Fd3x/Qc+acbuvOwS0+Ltg36W1D5/V7v9B5VT50oIz/0X/kdkSmIDVe3Xpa+pZ9qmb01ZvXL5y+M35+/HC9Ha5S4zeY2/pqyEocAAAp1MZMkqCxR+eRVJuRwviS5ZSMyk9hESPpyv/QLMkLyTVPohB8vJr5w/yw/S4oxIfqTop/OKhuaMq0ErG+wHRdVmHoac5Te7xm2Ifh6vjboz9BPmYfdelqsnYflmvg238ALXfx5oreJoodpu02p3xI/up7mGuvOQ6pXOoY+XiSMK/kjv55Srq8ltq05BACoGX4yUyYeISbTOTm6/pfLJb9msMhckmHWryqulGRabHhLUhzTQ+jaoOoSsRJwu83bL7LanZpYenp5hSx1wyt8FmjoKXanMdHs10abh/16Wqydh3CtOQ9+7Djf8dA35xxjzouLi+026n2Gnst49Rrr6VLO33zviF8kbprKTvj1lMxrdr81hwAANYcUMzERfd2u99unS3Tu75EEbSXa9Jon29Q6G56cezuK+yxMGyxdIlYC7iRnn9jdhqDekGDoaW9OHZ95GnqWMdHsp6DMw349LdbOQ7wm43ZsX0VbD9t2G/U+Q09rjXV1medPbEnif5dfJp2yOQ2+youj6dgxDgD8HMY/M+M3lXJDn8590rver9cp8V3lA3zJvQpWoi3HkyQ7+mRG+Ly6vm7DL5O1imWDqUsk8VWF1TbRsKHJCj3z88XHUZ8hGzIZWj+d5jzs1tOiYcNMqy255vVI20UXTVYfiZP4ZGPGtN1GLWYMPdessVoX8Y07l6I5ywt9v/hxG4WIv96dT2sOAQBq1n0AWNrl1ZI/0qQXkltM3GMJa7pPS7Ry1RcN4QgfYowy5f5Evk/CxXiTruMJ0bZB1yX4KLbFI4y7rm1M146v1TmK94a2cRvyfuEJRuFrC20eNulpsW8eZv0mvaJ/nTIutpJ+a54UZH0TGw3bLfRixqHo6X3pO7XXWFcXbf46fvHjlr4q+0xHbVMxJwAAHfJi5p2QJLxm44HHwDwAAMCDedNiJjy94JXdd8M8AADA43m7Yia+HTQ/RodvgXkAAIBn8b5vMwEAAMCPgGIGAAAATg3FDAAAAJwaihkAAAA4NRQzAAAAcGooZgAAAODUUMwAAADAqaGYAQAAgFNDMQMAAACnhmIGAAAATg3FDAAAAJwaihkAAAA4NRQzAAAAcGooZgAAAODUUMwAAADAqaGYAQAAgFNDMQMAAACnhmIGAAAATs2KYubzfv24uv++EF+3++Xj4359KaVW8g42NNkbL1/32+Xj/uF8I8fl9jVdh5fDx/ATcsOz18rbrk2A9yMrZr5ul3nzSI+wkVDMPITT2xCKjlr/nfHyeb1/XG5OOuxHm6ODOKyY6eh5+Fp59ngA8CiUJzOtjegFixl4AR5TzPjCml3kIN6kmDmcZ48HAI9ifTEjr5jdq5Xlic3E9ComtqUJ4vPqzm9peyLb6GchMtU+hczRtyhSmU25TQpfZYk9tN2SJ16pLmtsWHxmjefY5M9xPVOZ7Sd5l3vo2okXhbbMxb4tsSQyL67PVa5fbvfbZM+QbwqZYzFvz5FpgyP3d98+C3uO/A2rZXqKfsN6Fm3Rnz099bXyiNi1xnOo9tm6AMDjWFnMuAUaV67fpOI95f1yXiSG5C0DOQ9i7H592q+sFvk78Amr9EGLwoasn7RpPou0bAj95muVTGu8VL6cj/iz0NPLVPpVftFe3RYym7br+M2mFqrHUqlzch42Lhk76CQbjFwb2WjUWDLGC7YnthY+U22Y/m7ZXcn058ocVShzZNpgEfw4y8vss/VU/enpPSnR18pQnBXzsGk802crdAGAQ9n+NlOaGPzfbhFnx0AC6/Tr005G86suPUu18ckn1WUkERl+MdsiDRtEj/TzIqMyN/uznO9CJ9Mv2oYwYruOVcy0prV1f7x3aROdgj9GixktlqzxerbrG/qiX8XmuRWMdaLaYGDFZ0dPzZ8BLZYirfZOnG2K3UjdvmfeAeBxHFPMlMmtQE2QnX59OskoJjL1hpRiIxlORFYCG0luDRuszcKSudmfhcxMp55ftDkYsV2ntWkIWixZm8zSttgi11a9BVDE0p5NTV0PiX4Vu9ZKe45sGwys+BzVs/BnoLOem+2Wrwt/DsdupG7fM+8A8DiOKWZ8m54U7ORtJZMevWTkGE0o/r4l8YnO409mYr+gz9LP8lmkYUOmS0um1bbFn4WefqOZzgf8ItfqwmDEdp3WpiGosVTomZ4vshbfybVVxYyQ2mCMl47jGoo5MmyI9zYbt85toDlHpg0G2X07YtDLyWOiHUuRMFYu24izwh6RPRa7kcZ4pY+yc0OXyFTEbZ1HAGhzUDHj8OeSLKYjeXWmJ2+H0U8nJtD8CGPUbaOJIyS7cIQPjJY+aOM3y2Y/y2eWDbnM62cuRx/PscmfIj/pU2xoXb9kY65I7AZLAZJjxlJ8tZ/pkcoSncJ1udYvZjqxpIwnWHNk2lCNuXduJ5pz5DBssEjtK+NT13NgbTb1tNaKHWfbYtdem7rP+jEf/abPPwBsQSlm4KVoJMVjKZIwAADAiaCYOQMUMwAAACoUM2eAYgYAAECFYgYAAABODcUMAAAAnBqKGQAAADg164uZ6auM418t5PMYJqv9+VqkX30tbbDa3oHXsS98lfgdfQw/m3fPIXAcWTEjgVMFjPymQnpR3Xy1hEoxY3LyYiZgbabvvtFuse9onzzIx1Nshs1k/DdozH7vINNqy36Dpsh7w23uOGQy32XtvcIag1enKmaqHxIrixkVLXgoZt4fK3G8e1J5hUT7CB/Luk1k+g18ZB1b/d5BptFWji25M/5goNXmZSZt/nxFUabyLmvvFdYYvDpZMdP8VdSkmNEe+aW/BroccTFOCzV55dH/5dWFdEzr11CjPsEG+aVPd90li9vUP7QHXbR/ot8/mXJ9F7n98TxFW2af0ab506OOZ9uwHmXRJ8k2n4PGvWbiWJ9UtsyDPe/+BrXfsqkEZPzo032219hrxd+gzLtDbct1iGOM6tQk22wVmdOarq5p/b5LZoutMntt2cBJUWK1OWkyf/M6LsbYQtQrPwbjrEO+Jh6bkwPKGrPWdHI9HMfYDq+LUsyEAAuxdi2CS0ve2nWR5YImNshCTReAgV80rUjzwVgGZzgPgSzyw7iie25XIrOQ48dLkoich1sTf3jkPO/XUlOw2gINvxn2hbG3+VNDdCzn3fuxpbjXpRxPm3vBamuzZR7Mee/6M2nz54o/V9uuofSx9DRtWOSVvttKOv9RpmxCIU4mfOzldlj9vk1mg60yzfGKtejvjXNktU14eena3s2GOOvgdWzpZ8gMtiprc7o2y2zq0rKjXKflOtbWZa8fnJX8A8Cy4GT23f+vV3e4P5egi2hBMhg8PljTYNLQg8wvjmIgWWRR39C29M8XTjp2rnOUUeF1nhLNfCy6+THTBZlgtQVqv1n2VTYM+1Nn9o+b98vlMvtxnnefiFPby/G0uRestjZb5mHxWT3vtj/D39HW6t5dtmu0+1h62jYEeV6/UuhG4ngyRpSZ+knD6vcOMnvj+fYpVsLTiEaeqNqm+UvkSZFkWzDC+jizeX5ODjSudXJyW46j2w/OSrOY+bpd3eS6IPN/J5uaRwkS9XoRrMOb7/MXjrqgxS8jySVufC0halvtN8s+99dGfxqk8/7p5Lm/8/GSeWiOp829YLW12TIP1rzb/nSITV6u6JrG3F7bNdp9LD1tG6I80XetLgpTvC5rf9BOq987yFwznrU207bqvqPmsa1bdz2oFOshYSx267UZrqW2t3RuXJN5MHOyMi/dfnBW6mLmIk9lwmR/XsN7md3AmpDgXRZ5pAhWa4FnhHHKBeLxMspNZlkkwwvHJ6blXF/Q0k9rK7Dsa7Y1/GnYV9nQkjkl3CF9BZExz7vTR57KxU290EV89G1PZrzt7TZz3k1/CqKjO5dCLk10u23Xaa4VS0/ThkQHf329PjWLH8NpvlY8zTiz+r2DzIHxPGFO6nwoFG3m3O5jdZyZBL2fmZMDrTUm/ew4b9o+0C/o0LkHXo68mPEBuASAD8J5UqdAdufpkU341D+0xcAugtXf01r8Lcoxy6Avx5p09kppCyeVt/QT9E3UkdnmjnnTq/2yyFjXlrUr9gUbOv6MuqrGlAS/5PO+yAybeDjC4/HYZtnQsc9gyzzY8y6XNX9OKAlsm+0DZHYk+lh6qm1Bl3ns6b46ka9E0zGi+Mzs9w0yQzwfKFNty2MiH89qE5FBR619M5quVpyZlHGf5B5Fpr02rZzcWWOZbe4on7hotnf6qfECL01ezLw9RSHwtoQEwWIEgNfmp+RkeDQUM29GfFWx+1U5AMDDoZiBY6CYAQCAb4KcDMfww4oZAAAAeDcoZgAAAODUUMwAAADAqaGYAQAAgFNDMQMAAACnhmIGAAAATg3FDAAAAJwaihkAAAA4NRQzAAAAcGooZgAAAODUUMwAAADAqaGYAQAAgFNDMQMAAACnhmIGAAAATg3FDAAAAJwaihkAAAA4NRQzAAAAcGooZgAAAODU/Oxi5ut2v3xc75/Tqc7n/Tp0n8bX/Xb5uH98hONy+5quO7wOH/frduFvxl5fvx6f1xXzK/FwubmI2YIRZ6eG9fc83m/9WTxvbVqwbo+gKmZkcqNTw/FIZcTYfLynJpWqmAlBVeuwc1I+r/cPbREcnkw1G87CdyTTx/ns63a5f1SCl+TVGtOvwS3KWHF2JDJOsmaPyxGsv+/nvdafRXNtTvEQ4vpyL+uKzWvTgnV7CM1i5nlBVRjrnf3EhfSkYqa9oT0Kkul6HuSzKr4EsU+SpDVmvGc6HeRpcVYkXz/uIXPG+vt+3mj9WTTXpuixXPNxUxUZ29amBev2GNYVM1nVmt/n+93S9hEjCmMLZ5syO7rE62Vb2S/KDBObXpcjBu2kZ1LZjjwKbMtcbEj1LH2+xvaoi21DB0WmZ6OvTRsced/Yts3XHlXPIPOW+GfYZx3be/bputsJ3OulNRb04myPDU2KdRptmW09fB5Yf21/5ja02n7y+rOQvl27vA9qmV7nMmA20IvPw20/ybrdSv9tpmi8N7QMsuXc9ysLkb53nbHpePnC12VOTvJXBTnP+854PeO9YbxZr6xNsCpMp0tsUIJcww7+9piWP23f2pukhi5zq6+DTMuGtk+2+trSsyfTmnfddsu+8t6azjxVsdmnGWfFOi3PbRsUqqQY+oVEZflM/k7modTNnIctMRFg/S3nqQ1tn2z1taVnT+Yj1p9FLkdDjZsNa9OCdXsMw09mWg5P7x1yZkXhwMaENWX6+5yTsiNxrnda2jaNUU6ml5M6d3BRlf2K8crqc2sy1bp4eTJW2zmbkqkqc6uvfZOmR7pQSjq+1jD17MlUfNax3Y75YsyK3jxZPmrTirOHrNtyHTlEjo/7NfNQ+UDzSWf+WH/JsfhFt8GKrY6vNdbMeyVT8VnH9k2x6ynjsIH3q3aP5b/1sG7DUa7btbxWMeOdMhCsjUlZKAItdWDZb3RRlXpW/WxavltojznkzxgM2Y2aDYOUMrf62qHbUPTL2Ojrrp6WTMVnpkxptvxcjFnRmyfLR22+LykmtqyZh8oHmk82xsQE66/Eiq2Nvl4z709ZfxaFPgU+XkybLf+th3V7DOOfmfGKlAtnOd8WWLaxukzpN6anyJgDM2sLE1AGrdxfV4j7JuVhyVRo6NK2YQWZzI2+ns7bNky+bzZu9bWh54BMfd71ebDnSPom66VCSwATw3YvNOOsmKPy3LZBoUh8+byvmAeRMzwPyX0rfcP6K/kJ689C5LbXpo+Vnr3DPhmDdXsM6z4A7I0QB8iRB8O2wAoO3CTTOybpW01SOC63W+bQEKyh7fpZOFvI5EZ99k1KO5lOCWUeKxzxNt32ul8tumWDRUfmRl/bMVGOGfvt8LWq54BMzWcd23X7QruWoGd501HKsTfgNmqfo9dtJs8diU885jwk11ux2ZwH1p8Vg/E6628c6VutzXKs6SjH2LI2LVi3x1AVMwBwEJsXrySBkU3wbBTJDeC7YG2u4BzrlmIG4IFseRXnX20f+MrvdaCYgdeBtTkKxQwAOFY9EpZHwW+bLClm4LVgbY5AMQMAAADwcChmAAAA4NRQzAAAAMCpUYqZ/Gt72VfYpq9g/ci3Dps88P3E1b7+IZ9JIAZNVn0OQHxZfkUTAOBktIsZ+aCTluAO30hC4XTejek7ihnNZxQzr8P3xHXrGxr+GxjOX9pvROjf0Fhe1Ly2rwHgp9MsZo7+USAbipn1/PBi5hR8Q1z7Is+ef7+2qxcqEjdlkROvnX19AsBPICtmfKKbX8HFY0mO6Su8Mrn5R9vaP0k+vZKOfePbVu3xBn+QSJHpKdpSXfNXqXXbc/7JfGWDSJ6Iab62fbZFl8Ca+WvNfWyr/OL/dhQb7ZrxUhs0v3hUPYMurX/CvssGmd24Nvxp+qWD9O3Z5XWrHKdfdy0UMwDw8mx4MtNObn6TSV7x+aQ83ZP+XbMtWeoyi03UnysFUmODtWxo+0TkJ22+kOhvQCIvbDyLvrXfNd9o17fpIui22/60/ZL0W+nrpsiZhv1eflkwpEXeFr9YtvdkWnOkyRQxul9scjk5k65yJLIzivlZ2LY+AQCeyaHFjNbFy0sTf8a2ZKnK9El5StzzkST55KlFOJYErtvQ2yiSTUDdFHJEf1/MOH0ul4sfd742o/lmcKMc1EVQbTf9ud0v2+NFqO33fYr7lzE2+qVruyVTmSNTpu0Xm0IfDbWQ0+Zy2/oEAHgmTylmZmIhkd24M1mWMuVce/VZJuzhDVZL9EJvU1MQPd1gX7fr/fbp+ri/6/E132jXN+riUG1f488MW5ft8SLU9j+kmOnabslU5siUmeq8lkIfFW3OtOs71ycAwBN4bjEjNDYS6dt7r98kkylJWdHF37ckbBl37MlMsLntk96mpiD3Xa7361U2Nif/6v6+lJuJvpG0fbZRF4duu+HPrl+iPdN9Q74uaNrQ8Esxt/n5Vr9Ytvdl6nOk2z7sl4rU3wZaMaX6RI9BAIBXYUUxEzek/Ii36Um47leLlkQa2wcSck9mJs8dSfIWPeP17/0n88OmFjc77/O5n+1rT9NnW3Xp2G74s9Z1GS/YFK6P+9qa245f4pMcf6RxtN0vuu0DMrO+iT6GP+0YtJG+WvHUGiulXvNFv+nYqhsAwCNpFjMAcELWFGkZUriMvIgAAHhNKGYA3gj7LeI28kRnbR8AgFeCYgbgzVj1VpW8NUchAwAnh2IGAAAATg3FDAAAAJwaihkAAAA4Na9VzAx/G6P4Wuxq8q/4Zl9nnb42y8cIInt9vR7/gdRX/Crw5m8LAQDAIymKmfq3JZ66mVSbRSg6ah12brDWr7AeXsxoNpyF5xczgaP9doA8ihkAgJekUcwkydr/CNkTk/eTipktX1/dDsXMNihmAABgjH4xU/466S08uQhPbpJ7pycarSc66dsGZVvZL8pMfz12OYpfuk1+8bX+5dOatszFBuvtjTW257/qu1wPx+CPkykyPRt9bdrgyPvGtm2+9my0IaAUH51+LRu682DJLNpKnwEAwPfTeZsp33j9RtH86fXy1bucK5u23xzSjTLZPLI2wXoy43SJDSufINlPZtpj6rbnf9dseyKgy9zq6yDTsqHtk+2+3mdDy292P90GwYolTab8nfSp4hMAAF4B+8mMT975ZtHcK/x9biPJjmRzSl7Vh2MaQ66nn11ZVcyUeibnxXjlk4StxYzWZX7l33bOpmJGlbnV175J0yPdwEs6vjbYbIOn4Tezn2WDoMyDJbMbnwAA8ArYxYzfAJYNQt0My6SfUWwy6YbwqGKmw9HFzEwsJLIbNRsGKWVu9bXj2cXMzCobIg2/rbG9QpkHS2bZtsV2AAB4OANPZkY3Q6XNy8gLovlpQdYWNpvyLQy5v/6Mxr4N9mHFjNDQpW3DCjKZG309nbdtmHzfbNzn65lRG2Za82D1s2wI6LE04s92fAIAwPez+jMz6l7hE3/SN3lFGzbVcFxut2xznN+KcMf1s9g4hUxu1Ke4b+UG2y5m4maVH/G2biHQ6DPTtMGiI3Ojr835q8aM/bb6eqsN9jxYttd9Cz21eTBkduMTAAC+naKYAQAAADgXFDMAAABwaihmAAAA4NRQzAAAAMCpoZgBAACAU0MxAwAAAKemUczkX2/Vv8oLAAAA8P0oxczIb6GULEXQYQWQ9rsge0AmMpG5H2QiE5n7OYvME3BQMSM/JiZ9QkFzTDEjMssfS9v7g2XIRKYDmcjcDDKR6fhRMs/BgU9mhAOLmeLfxYm/xLpLNjKR6UAmMjeDTGQ6fpTMk/CyxYyfhEmQ/4l+N0E39/89/8YRMpGJTGQicxvI/Jkyz8K6YkaqPlflxaN20PHFjJ+QZHKOmGhkIhOZyNwCMpH502Sehdd+mykrmA6QjUxkepCJzI0gE5meHyTzJLxuMeM/yJTo4SfpiA9HITOcIhOZW0EmMuUUmT9D5jk4qJgRB344p+XH7qLGfxI7ylurkwIykYnM/SATmcjcz1lknoCDn8wAAAAAPBeKGQAAADg1SjETH1H9jA8OAQAAwHlpFDMAAAAA54FiBgAAAE4NxQwAAACcmucUM/677tPncC7LvxsBAAAAsJfjipmR77bLPRQzAAAAcCAHFTPhR/Pmbz75wqbxq4MUMwAAAHAwxxQz8jZSUqT4f+wqLW4iFDMAAABwMIcUM/Ff6hT8v9bpCpbmPztOMQMAAAAHc2gx0/1nxylmAAAA4GCOe5vpY+CfHaeYAQAAgIM58APAyTeYtH92nGIGAAAADuagYsYhhQpfzQYAAIAnc1wxMwLFDAAAABwMxQwAAACcmucUM/xzBgAAAPAgnvtkBgAAAOBgKGYAAADg1FDMAAAAwKmhmAEAAIBTQzEDAAAAp4ZiBgAAAE4NxQwAAACcGooZAAAAODH3+/8DbkMe6n0j6RwAAAAASUVORK5CYII=)

Failure when testing breadth first search on lab 7

# appendix

# -\*- coding: utf-8 -\*-

"""

Created on Wed Apr 17 11:19:59 2019

@author: yatha

"""

import dsf

import draw\_maze as DM

import Graph\_Search as GS

import numpy as np

def solve\_Maze(AL):

search\_type=int(input("For Breadth-first search enter(1) for Depth-first search enter (2) for Depth-first search with recursion enter (3)"))

if search\_type == 1:

print("Breadth-first search selected")

print(GS.breadth\_first\_search(AL,0))

elif search\_type == 2:

print('Depth-first search selected')

return

else:

print('Depth-first search with recursion selected')

return

'''

will take a list/dsf and return an adjacency matrix representation

'''

def list\_to\_AM(L,length,height):

num\_cells = length\*height

AM = np.full((num\_cells,num\_cells),True,dtype=bool)

for i in range(len(L)):

left = L[i][0]

right = L[i][1]

AM[left][right]=False

AM[right][left]=False

return AM

def Send\_It():

maze\_rows =5

maze\_cols = 5

maze\_size= maze\_rows \*maze\_cols

nMinOne = maze\_size-1

Print = False

if maze\_rows < 500 and maze\_cols <500:

Print = True

walls = DM.wall\_list(maze\_rows,maze\_cols)

print('There are ',maze\_size, " cells in this maze.", end=" ")

m= int(input("How many walls would you like to remove?"))

print()

if nMinOne == m:

print('There is a unique path from source to destination.')

#method has been overloaded since original uses golbal variables

walls =DM.remove\_walls\_c(walls,Print,maze\_rows,maze\_cols)

AM =list\_to\_AM(walls,maze\_rows,maze\_cols)

AL = GS.AM\_to\_AL(AM)

#denug here

solve\_Maze(AL)

elif m< nMinOne:

print('A path from source to destination is not guaranteed to exist.')

#DM.remove\_x\_walls(walls, sets,Print,maze\_rows,maze\_cols,m)

walls =DM.remove\_x\_walls(walls,Print,maze\_rows,maze\_cols,m)

else:

print('There is at least one path from source to destination')

walls =DM.remove\_x\_walls(walls,Print,maze\_rows,maze\_cols,m)

#for i in range(len(AM)):

#print(AM[i])

Send\_It()

# -\*- coding: utf-8 -\*-

"""

Created on Wed Apr 17 11:22:25 2019

@author: yatha

"""

# Implementation of simple graph operations

# Programmed by Olac Fuentes

# Last modified April 15, 2019

import random

import dsf

import numpy as np

import matplotlib.pyplot as plt

import math

from queue import \*

'''

will take an adjacency matrix and return the adjacency list representation

of the graph

'''

def AM\_to\_AL(AM):

AL = Create\_AL(len(AM))

for i in range(len(AM)):

for j in range(len(AM[i])):

if AM[i][j] == True:

AL[i].append(j)

#AL[j].append(i)

return AL

def breadth\_first\_search(G,v):

#will take a graph represented as Adjaceny list and return an array

#containng the previous vertex of that index

visited = np.full(len(G), False, dtype=bool)

prev = np.full(len(G), -1, dtype=int)

#Q holds items discoverd be still needing to be visited

Q = Queue(maxsize=0)

Q.put(v)

visited[v] = True

while not Q.empty():

u = Q.get(0)

#will print the traversal order

#print(u)

for t in G[u]:

if not visited[t]:

visited[t] = True

prev[t] = u

Q.put(t)

return prev

def depth\_first\_search(G,source,visited,prev):

visited[source] = True

for t in G[source]:

if not visited[t]:

prev[t] = source

depth\_first\_search(G,t,visited,prev)

print(prev)

def depth\_first\_iter(G,v):

#will take a graph represented as Adjaceny list and return an array

#containng the previous vertex of that index

visited = np.full(len(G), False, dtype=bool)

prev = np.full(len(G), -1, dtype=int)

#S holds items discoverd be still needing to be visited

S = []

S.append(v)

visited[v] = True

while len(S)>0:

u = S.pop(-1)

#will print the traversal order

#print(u)

for t in G[u]:

if not visited[t]:

visited[t] = True

prev[t] = u

S.append(t)

return prev

def Create\_AM(rows,cols):

#will create 2d list of false type boolean

#given the size of rows\*columns

x =[]

for i in range(rows):

x.append(False)

AM =[]

for i in range(cols):

AM.append(x)

return AM

def True\_AM(rows,cols):

x =[]

for i in range(rows):

x.append(True)

AM =[]

for i in range(cols):

AM.append(x)

return AM

'''

#creates an empty Adjacency list

'''

def Create\_AL(vertices):

temp = []

AL =[]

for i in range(vertices):

AL.append(temp)

return AL

def dijkstra(G,source):

Known = np.full(len(G), False, dtype=bool)

prev = np.full(len(G), -1, dtype=int)

dist = np.full(len(G), sys.maxint, dtype=int)

dist[source] =0

knownVertices = 0

while KnownVertices < len(G):

return

return

def adj\_list\_to\_adj\_mat(G):

g = np.zeros((len(G),len(G)),dtype=bool)

for source in range(len(G)):

for dest in G[source]:

g[source,dest] = True

g[dest,source] = True #Comment out if graph is directed

return g

def adj\_list\_to\_edge\_list(G):

g = []

for source in range(len(G)):

for dest in G[source]:

if dest>=source: #ignore duplicate edges

g.append([source,dest])

return g

def random\_graph(vertices, edges, duplicate=False):

# Generates random graph with given number of vertices and edges

# If duplicate is true, each edge is included twice in the list

# that is, for edge (u,v), u is in G[v] and v is in G[u]

G = [ [] for i in range(vertices) ]

n=0

while n<edges:

s = random.randint(0, vertices-1)

d = random.randint(0, vertices-1)

if s<d and d not in G[s]:

G[s].append(d)

if duplicate:

G[d].append(s)

n+=1

return G

def random\_graph2(vertices):

G =[]

for i in range(vertices):

G.append([])

for s in range(vertices):

d = random.randint(1, vertices-1)

d = (d+s)%vertices

G[s].append(d)

return G

def connected\_components(G,diplay\_dsf=False):

S= dsf.DisjointSetForest(len(G))

for source in range(len(G)):

for dest in G[source]:

dsf.union\_by\_size(S,source,dest)

if diplay\_dsf:

dsf.draw\_dsf(S)

return dsf.NumSets(S), S

def draw\_graph(G):

fig, ax = plt.subplots()

n = len(G)

r = 30

coords =[]

for i in range(n):

theta = 2\*math.pi\*i/n+.001 # Add small constant to avoid drawing horizontal lines, which matplotlib doesn't do very well

coords.append([-r\*np.cos(theta),r\*np.sin(theta)])

for i in range(n):

for dest in G[i]:

ax.plot([coords[i][0],coords[dest][0]],[coords[i][1],coords[dest][1]],

linewidth=1,color='k')

for i in range(n):

ax.text(coords[i][0],coords[i][1],str(i), size=10,ha="center", va="center",

bbox=dict(facecolor='w',boxstyle="circle"))

ax.set\_aspect(1.0)

ax.axis('off')

if \_\_name\_\_ == "\_\_main\_\_":

plt.close("all")

random.seed(a=86)

#G=random\_graph(8,6,True)

#draw\_graph(G)

#print('Adjacency list representation:')

#print(G)

#AM = adj\_list\_to\_adj\_mat(G)

#print('Adjacency matrix representation:')

#print(AM)

#print('Edge list representation:')

#EL = adj\_list\_to\_edge\_list(G)

#print(EL)

#n,S = connected\_components(G,True)

#print('Connected components=',n)

#dsf.draw\_dsf(S)

#print('Sets:',dsf.dsfToSetList(S))

AM = [[False, False, True, True, False],

[False, False, True, True, False],

[True, True, False, False, True],

[True, True, False, False, True],

[False, False, True, True, False]]

AL= [[2,3],

[3,2],

[0,1,4],

[0,1,4],

[2,3]]

EL = [[0,2],[0,3], [1,3], [1,2], [2,4], [3,4]]

visited = np.full(len(AL), False, dtype=bool)

prev = np.full(len(AL), -1, dtype=int)

#draw\_graph(AL)

test = breadth\_first\_search(AL,0)

print(test)

print(depth\_first\_iter(AL,0))

# depth\_first\_search(AL,0,visited,prev)

Academic dishonesty

I, Javier Soto, certify that this script and lab report are of my own unless otherwise documented above.
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